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Abstract

Evolvable Hardware is a technique derived from evolutionary computation applied to a
hardware design. The term evolutionary computation involves similar steps as involved in the
human evolution. It has been given names in accordance with the electronic technology like,
Genetic Algorithm (GA), Evolutionary Strategy (ES) and Genetic Programming (GP). In
evolutionary computing, a configured bit is considered as a human chromosome for a genetic

algorithm, which has to be downloaded into hardware.

Early evolvable hardware experiments were conducted in simulation and the only elite
chromosome was downloaded to the hardware, which was labelled as Extrinsic Hardware.
With the invent of Field Programmable Gate Arrays (FPGAs) and Reconfigurable Processing
Units (RPUs), it is now possible for the implementation solutions to be fast enough to evaluate
a real hardware circuit within an evolutionary computation framework; this is called an

Intrinsic Evolvable Hardware.

This research has been taken in continuation with project 'Evolvable Hardware' done at
Manukau Institute of Technology (MIT). The project was able to manually evolve two simple
electronic circuits of NAND and NOR gates in simulation. In relation to the project done at
MIT this research focuses on the following:

To automate the simulation by using In Circuit Debugging Emulators (IDEs), and

To develop a strategy of configuring hardware like an FPGA without the use of their company
supplied in circuit debugging emulators, so that the evolution of an intrinsic evolvable

hardware could be controlled, and is hardware independent.

As mentioned, the research conducted here was able to develop an evolvable hardware
friendly Generic Structure which could be used for the development of evolvable hardware.
The structure developed was hardware independent and was able to run on various FPGA
hardware’s for the purpose of intrinsic evolution. The structure developed used few

configuration bits as compared to current evolvable hardware designs.
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Definitions

AMBA protocol: The AMBA® protocol is an open standard, on-chip bus specification that
details a strategy for the interconnection and management of functional blocks that makes up a
System-on-Chip (SoC).

API:  Application Program Interface is a set of routines, protocols, and tools for building
software applications. A good APl makes it easier to develop a program by providing all the
building blocks. A programmer puts the blocks together.

Cell: Here the Cell has been referred to as the building block of the generic cellular structure
required for the research. It consists of basic elements required to perform the evolvable

hardware functioning.

Cellular Automata: CA evolves in discrete steps with the next value of one site determined by
its previous value and that of the neighbour sites

D-type register: A shift register formation consisting of D-type Flip-flops is known as D-type
Register.

Flip Flop: A Flip-flop is a simple memory element constructed using logic circuits. It consists

of a latch circuit, which can store a state for given input combination.

Generic Platform: The term Generic Platform has been introduced in this research, for the
complete generic cellular structure formed by the building block ‘Cell’. A generic platform

usually consists of ‘Cell’ in the form of arrays of 1x2, 2x2 or more.

GATE: A gate may consist of one or more inputs and an output depending on the function of

its inputs.

Genotypes: The genotype is the specific genetic makeup (the specific genome) of an
individual, in the form of DNA. In biology, the genome of an organism is its hereditary

information and is encoded in the DNA.

Logical Element (LE): As the name suggest, they are the basic elements that are responsible
for logical functioning of programmable logical devices like PAL, FPGA etc.


http://www.webopedia.com/TERM/A/routine.html
http://www.webopedia.com/TERM/A/protocol.html
http://www.webopedia.com/TERM/A/application.html
http://www.webopedia.com/TERM/A/program.html
http://www.webopedia.com/TERM/A/API.html
http://www.webopedia.com/TERM/A/programmer.html

MPGA: MPGAs are not at all similar to the PLDs in architecture. These devices usually
consist of an array of transistors that are pre fabricated into the chips and are customizable by
the user into his logic. This customization is done by connecting the transistors with custom
wires. In addition, the customization is performed during chip fabrication by specifying the

metal interconnect; hence, this requires a lot of manufacturing cost and time.

Multiplexer: A Multiplexer (MUX) is a logic circuit formed together by the combination of a
NOT, two AND gates and an OR gate. It is a circuit that generates an output reflecting the
state of one of a number of data inputs, based on the value of one or more selection control
inputs. A multiplexer can have n number of data inputs with [log2n] select inputs, but only

have one output.
NAND GATE: A ‘NAND’ gate is the combination of an ‘AND’ followed by a ‘NOT” gate.

Shift Register: A flip-flop can store only one bit of information. When a number of flip-flops
are joined together with a common clock signal, it is known as a Register. A register that

provides the capability to shift the data bits is called a Shift-Register.

Phylogenetics: In biology, phylogenetics is the study of evolutionary relatedness among

various groups of organisms (e.g., species, populations).

PLA (Programmable Logic Array): It is a programmable device used to implement
combinational logic circuits. The PLA has a set of programmable AND planes, which link to a

set of programmable OR planes.

Uniform Crossover: It is a type of crossover in which, each gene of the offspring is randomly

selected from the parent gene. This type of crossover can only produce one offspring.

VHDL.: It is a hardware description language (HDL) used to design electronic systems at the

component, board and system level.
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APl Application Program Interface
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CAD Computer Aided Design

CHE Complete hardware evolution

CLB Configurable Logic Block

CPLD Complex Programmable Logical Device

DNA Deoxyribonucleic acid
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EC  Evolutionary Computation

EHW Evolvable Hardware
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1 Introduction

Evolvable Hardware (EHW) is a scheme, inspired by biological evolution, for automatic
design of hardware systems. By exploring a large design search space, EHW may find
solutions for a problem that is unsolvable using traditional methods or it may find more

optimal solutions than those found using traditional methods [1].

Evolvable Hardware involves the same steps as biological evolution. In EHW a Genetic
Algorithm (GA) develops a range of circuits (similar to a biological population) in the form of
configuration bits (similar to chromosomes), which are downloaded one by one into hardware
such as field-programmable gate arrays (FPGA) for fast evolution. The evolved circuits are
then fed back to the GA and are compared to the desired circuit. This process keeps on
running until the desired circuit is achieved automatically by the system, from the generated

population.

A field-programmable gate array or FPGA is a semiconductor device containing up to
hundreds of thousands of gates, programmable logic components, switches and programmable
interconnects. Early evolvable hardware experiments were conducted in simulation and only
the elite chromosome was downloaded to the hardware. Now in modern times, most of the

evolution is being done on the hardware.

An Evolvable Hardware System mainly consists of two components, a Genetic Algorithm and

Hardware.

As mentioned earlier, in the early evolvable hardware experiments only elite chromosomes
were downloaded to the hardware, but now the focus has shifted to generating solutions on the

hardware.

This research is a continuation of the Project ‘Evolvable Hardware’ conducted at Manukau
Institute of Technology, Auckland [2]. That project was more oriented towards simulation.
The project team was successfully able to generate a simple NAND gate in simulation using a
GA. The future work proposed in the project was to get the NAND gate evaluated in the

hardware and this became the starting point of this research.

The field of EHW s relatively young but already researchers have not only had to move

through different technology platforms such as Xilinx 6200,400 and Virtex® series, but also
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evolution friendly features (like, availability of bit stream configuration to the programmer)
have disappeared from FPGAs [3]. Due to the new designs of modern FPGAs the bit
configuration for an FPGA is not available anymore as it is considered as an intellectual
property and hence it is not possible to modify or use the configuration bits for the
development of EHW.

Due to this problem, a new approach of developing a ‘Generic Cellular Structure’ (a high level
structure for FPGAs) for EHW has been brought forward to use any available hardware in the

market for the development EHW. This research aims to develop such a platform.

Different kinds of hardware available in the market were reviewed for this research, and a
sound knowledge was developed of the capabilities of hardware currently available in the

global market.

The main requirement of the research was that a simple generic cellular structure with a small
chromosome size was to be designed and implemented into FPGA hardware. In addition, this
structure was to be verified for the purpose of intrinsic evolution of an electronic circuit. A
microcontroller was used for running the genetic algorithm and an FPGA was chosen as the
hardware for the generic platform. The research also composed of evolving two basic

electronic structures using the Generic Structure with a Genetic Algorithm.

The testing of the generic platform and the genetic algorithm were first to be done in
simulation and then they were to be loaded into the hardware for internal evolution as

evolvable hardware.

Another requirement for this research, was that the functionality of the evolvable hardware
was to be tested using two different Hardware Systems. The two circuits to be evolved were
an AND gate and an OR gate.

The circuits evolved by the evolvable hardware system were also to be manually crosschecked

for mistakes, to prove the functioning of the developed system.

A literature review including an explanation of evolvable hardware and the history of its
elements is given in chapter 2 and chapter 3 respectively. The experiment has been explained
in Chapter 4 and Chapter 5 with its solutions analysed in Chapter 6. The final chapter is
Chapter 7 where the conclusions of the experiment and future work have been described.
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2 Evolvable Hardware Background

In 1992, a new field applying biological evolutionary techniques to hardware design and
synthesis was introduced, which gave a new approach for hardware design. The new approach
used evolutionary concepts to design innovative and robust circuits automatically. This design

scheme was called Evolvable Hardware (EHW) [4].

Higuchi and Furuya [4] first officially proposed the field of Evolvable Hardware at the 2nd
International Conference on the Simulation of Adaptive Behaviour. In the words of the
proposer, “Evolvable Hardware (EHW) is hardware which is built on software-reconfigurable
logic devices (e.g. PLD (Programmable Logic Device) and FPGA (Field Programmable Gate
Array)) and whose architecture can be reconfigured by using genetic learning to adapt to the
new environment” [5]. The basic idea of EHW is to regard the architecture bits of PLDs as

chromosomes of GAs and to find out better hardware structure by GAs, as shown in the figure

below:
architecture bit architecture bit —
1001101000001 10001000 —5:-" 1001101000001 1000128
‘ down load J down load
LD [
’0~—L IO_—L
11 '—|>°— TR TR 3 1 4%
evolve
i2 iz
evaluate in the environment evolved circuit

Figure 1 Evolvable Hardware [5]

EHW was considered a system capable of finding solutions to unsolvable problems. The
system could also find more optimal solutions than those found using traditional approaches
and hence lead to the design of robust systems that found application in the fields of defence,
space, automation and fault tolerant systems; this was displayed at the NASA/DOD 2005

conference [6].

After the introduction of the concept many international conferences such as the Genetic and
Evolutionary conference, the Congress on Evolutionary Computation, the International
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Conference on Evolvable Systems and the NASA/DOD Workshop on Evolvable Hardware
were established and since then, new ideas for research in the EHW field have steadily

increased [7].
Many research experiments in the field have been carried out around the world including:

e The application to an electro-muscular control artificial arm [8],
e An evolutionary robot navigation system [9],
¢ Digital Filter design at gate level [10] and

e An Evolved Circuit of a Tone Discriminator [11].

EHW is a young research area and, many organisations around the world are currently
working for its further development in various fields of technology. The main research

organisations include:

e The Stanford University and NASA in the USA [12], intend to use the evolvable
hardware for space research.

e The University of Sussex in Great Britain is working for general research purposes in
the field of computers and electronics [13].

e The Electro Technical Laboratory and the ATR (Advanced Telecommunications
Research Institute International) in Japan intend to use of EHW in the field of
communications [14], and

e The California Institute of Technology in United States of America is one of the other
institutes involved in the field [15].

e Although the concept of EHW is relatively new, some EHW applications are already
being evaluated for their commercial value [16].



2.2 Definition of Evolvable Hardware

2.2.1 Natural Evolution

Evolvable hardware is a scheme, which was derived from the concept of natural evolution

based on Darwin’s theory of evolution.

Darwin [17] in his work “The Origin of Species by Means of Natural Selection” has explained
the process of natural selection of organisms based on the concept of ‘Survival of the Fittest’.
The concept of natural selection explains how the weak organisms having more chance of
elimination, eventually die and the fit organisms survive and reproduce. In this process of
natural selection, the fit individuals produce a new population with their genes crossing over

to form new individuals with chromosomes.

The chromosomes developed after crossover, have some different characteristics that may or
may not be better than the original chromosomes. This genetic change in a deoxyribonucleic
acid (DNA) sequence is known as mutation. These new individuals again go through the
process of selection in which the weak are eliminated, and the process carries on producing

new population of individuals with steadily improved characteristics.

This concept of natural selection has led to the development of humans and other biological
organisms. EHW was invented to design the hardware using the same concept of natural

selection.

EHW deals with the designing of analog or digital circuits using the genetic algorithms. This

technique acts like an engineer in the design task, and can be used in many different areas.

2.2.2 Hardware Evolution

The field of Evolvable Hardware is a fusion of several different fields. Figure 2 shows the
origination of EHW from the intersection of three sciences. As depicted the sciences of
biology, computer science and electronic engineering form the basis of fusion for the field of

Evolvable Hardware.

As observed by Bentley & Gordon [16], “For many years computer scientists have modelled
their learning algorithms on self-organising processes observed in nature. Perhaps the most
well known example is the artificial neural network (ANN)” [18]. The work on these learning
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algorithms that is based on self-organising processes found in nature is known as bio-inspired

software.

Bio-inspired hardware is an established field of electronic engineering that utilises ideas from
nature to develop hardware. One recent example of this field is simulated annealing

algorithms, which are based on the physical phenomenon of annealing in cooling metals [16].
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Figure 2 Origination of EHW from the intersection of three sciences [16]

“Evolvable hardware applies techniques derived from Evolutionary Computation (EC), i.e.
Genetic Algorithms (GAs), Evolutionary Strategy (ES) and Genetic Programming (GP), to
hardware design and synthesis” [19]. These terms are defined below:

Evolutionary Computation (EC) is defined as the field that solves problems using search
algorithms inspired by biological evolution [20]. EC involves the same steps as occur in the

natural evolution [21].

A Genetic Algorithm (GA) is an algorithm that was adapted from the concept of genes in
natural evolution and contains steps like mutation, crossover, reproduction and selection. In
this algorithm a population consisting of a lot of circuits i.e. circuit representations, is
randomly generated .The behaviour of each circuit is evaluated and the best circuits are

combined to generate a new and better population of circuits.

Genetic Programming (GP) is a method for automatically generating computer programs using

the process of natural selection [22]. It uses a genetic algorithm to search a computer program



that is nearly most favourable for performing a special task. Even though it is not the first
method, but it is so far considered one of the most successful methods of automatic

programming [23].

Evolutionary Strategy (ES) is a process that can continuously reproduce new generations, and
does trial and selection on the newly generated population. Each new generation is an
improvement on the one that went before, thus resulting in systems that are more efficient and
more organised than their primitive systems [24]. ES is an important algorithm of GA [25] .It
primarily uses real-vector coding, with its search operators being mutation, recombination, and
environmental selection. In ES, diversity is not essential because of a greater reliance on
mutation, whereas a GA relies more on diversity as crossing over a homogenous population

does not yield new solutions.

According to Haddow and Guner [26], Evolvable hardware (EHW) can also be defined as the
application of genetic algorithms (GA) and Genetic Programming (GP) to electronic circuits

and devices.

Field Programmable Gate Arrays or FPGAs are the electronic devices that are commonly as
the platforms for EHW. FPGA are integrated circuit arrays containing of electronic logic
hardware that provide designers with reconfigurable logic [27]. It usually contains thousands
of programmable elements and interconnects. The interconnects take up a lot of FPGA real
estate, resulting in a chip with low gate density compared to other technologies. The
programmable logic components can be programmed to duplicate the functionality of basic
logic gates (such as AND, OR, XOR, NOT) or more complex combinatorial functions such as

decoders or simple math functions.

In most FPGASs, these programmable logic components (or logic blocks, in FPGA
terminology) also include memory elements, which may be simple flip-flops or complex

blocks of memories.

FPGASs have their historical roots in the complex programmable logic devices (CPLDs) of the
early 1970s to mid 1980s. CPLDs and FPGAs include a relatively large number of
programmable logic elements. CPLD logic gate densities range from the equivalent of several
thousand to tens of thousands of logic gates, while FPGAs typically range from tens of

thousands to several million.



In this research, a field-programmable gate array is used as a platform for the technique of

EHW and a Genetic Algorithm is used to provide a required design.

The general procedure of the evolvable system is shown below in Figure 3.
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Figure 3 Operation of an Evolvable System [1]

2.3 EHW -Types of Evolution

Early evolvable hardware experiments were conducted by simulation and the best
chromosome was downloaded to the hardware for final testing. With the invention of FPGAS,
it is now possible for the implementation of solutions to be fast enough to evaluate a real
hardware circuit within an evolutionary computation framework; this is termed as an Intrinsic
Evolvable Hardware [19].

Hugo de Garis [28] states there are three main methods for achieving evolvable hardware:
Extrinsic, Intrinsic and Complete Hardware (on-chip) Evolution. These are shown below in

figure 4.

The first method known as Extrinsic EHW is the evolution of electronic circuits through
simulation. In this type of evolution, the entire process of evolution including fitness
evaluation of the individuals is implemented in software [26] and, at the end of each

generation, the best individual is downloaded to the electronic device for final testing.

The second method, Intrinsic EHW, is when each genotype is assessed on the device by

downloading the new configuration and testing the device directly.
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Figure 4 Three types of evolution [26]

The third type and less used form of evolution is an on-chip strategy, also termed complete
hardware evolution (CHE) [29, 30]. In this, the complete evolution process is located on the
same chip as the evolving circuit. Another similar approach is the use of an on-board

processor running the evolutionary algorithm [31].

2.4 Genetic Algorithms

A genetic algorithm (GA) is an algorithm that is capable of finding a solution to a problem by
developing a pool of random solutions then working its way towards the an optimum or near

optimum solution [32].

The genetic algorithm replicates the same concept of natural selection in computing. In this
algorithm a set of circuit representations are first randomly generated, this is the initial
population. The behaviour of each circuit is then evaluated (as per the defined fitness function
in the genetic algorithm) and the best circuits are combined to generate a new array of circuits

that hopefully includes a better circuit solution [1] .

Each individual circuit description is known as a genotype. Genotype describes the genetic
constitution of an individual, that is the specific allelic (an allele i